**Chapter 6**

Ex. 6.1 – Done

Ex 6.2 - Class documentation’s structure seems to have a set order of how things are introduced. First, we get a detailed description of the classes intended purpose and how to use it. Then we are given a summary of the classes fields (String only has one). Then it introduces all of the classes constructors with description about each one. Finally there is the method summary which is very long. It contains every method in the class and explains in detail how each one operates and is used.

Ex 6.3 – There are two versions of startsWith method in the String class. They both search a string to see if it starts with a certain “prefix”. The first only has one parameter and searches from the start of the string and returns true or false depending on if prefix was the same as the beginning of the string. The second version takes a second integer parameter and it uses to offset where it begins the search.

Ex. 6.4 – There is a method that test to see if a string ends with a given suffix. It was creatively named endsWith and has only one parameter, “suffix”, and it compares that to the end of the string instead of the beginning. Other than that, it functions the same a startsWith.

Ex. 6.5 – There is a method called length that returns the number of characters in a string. It has no parameter and returns an integer value.

Ex. 6.6 – To find the methods above I used control F and searched the page for what I thought would be key words in the method. It worked very well for finding endsWith and the word length was so numerous it took some scrolling to find the actual method.

Ex. 6.7 – public string trim()

String trimText = text.trim();

Ex. 6.8 – Implement an improvement to tech-support1 that make the method tolerant of an extra space around the word “bye”.

Done and saved.

Ex. 6.9 – Make it so that the word “bye” is no longer case sensitive.

Done and saved.

Ex. 6.10 – the equals method returns a Boolean.

Ex. 6.11 – Change your implementation to use the equals method instead of startsWith

Done and saved.

Ex. 6.12 – The random class is part of the java.util package and it is used to generate random numbers. To create an instance of Random we can use constructor calls. From what I am reading the random number is generated by a given “seed” which passes through a sequence of method calls to generate a “random” number.

Ex. 6.13– Random random= new Random()

int x = random;

Ex. 6.14– Write dome code to test the generation of random numbers. Create two methods (printOneRandom and printMultiRandom(int howMany).

Done and Saved.

Ex. 6.15– when 100 is used in nextInt method the possible random numbers generated will be between 0 and 99. This is because the parameter is exclusive.

Ex. 6.16 – Write a method in RandomTester classs called throwDie and have it return a value between 1 and 6.

Done and Saved.

Ex. 6.17 – Write a method called getResponse that randomly returns one of the strings “yes”, “no”, “maybe”. I wasn’t sure what class to put this in so it is currently in the Responder class.

Done and Saved.

Ex. 6.18 – Extend getResponse method so that it uses an ArrayList to store an arbitray number of responses and randomly returns one of them.

Done and Saved.

Ex. 6.19– Add a method to your RandomTester class that takes a parameter max and generates a random number between 1 and max(inclusive).

Done and saved.

Ex. 6.20– Add a method to RandomTester that takes two parameters (min & max) inclusive.

Done and saved.

Ex. 6.21– Yes, the SecureRandom class could be used instead of the Random Class, other than being more secure it fills the same role. Security of random numbers can be incredibly important. Like when you get a verification code for altering accounts for various things. It can also be used to protect passwords (encryption) and pin numbers.

Ex. 6.22– Done and saved

Ex. 6.23– Nothing too dramatic will happen if responses are added or removed from the responses list and this is because we have the random number generator set up to depend on the ArrayLists size so it will always have the correct range because of how it is set up.

Ex. 6.24– Hashmap is an implementation of Map. It maps values associated with it. It uses and improves the operations get and put. It is also unsynchronized so it won’t generate a repeating order the map. It will remain variable over time.

Ex. 6.25– The same type of methods can be used in both parameters.

Ex. 6.26– We can find out how many entries are ina map by using the size method.

Ex. 6.27– Implement the listed methods

Public void enterNumber(String name, String number)

And

Public String lookUpNumber(String name)

Done and Saved.

Ex. 6.28– If an entry is added to a map with a key that already exists it will not allow a duplicate key. The new one will overwrite the previous.

Ex. 6.29– If an entry to a map with two different keys

What happens when you add an two entries to a map with the same value in two different keys

Ex. 6.30– The containKey method is used to check if a given key is contained in a map. It will return a Boolean value. True id the key is found or false if it isn’t.

An example would be

HashMap<String, String> contacts = new HashMap<String, String> ();

contacts.put(“Chuck”. “455-887-5454”);

contacts.put (“John Doe”, “111-111-1111”);

Boolean found = contacts.containKey(Mr. Krabs”);

Ex. 6.31– If we look for something that doesn’t exists the map will return null.

Ex. 6.32– To print all of the keys in a hash map you have to use the keySet method and an iterator to go over the whole collection.

Ex. 6.33– Implement changes discussed in Objects First with BlueJ.

Done and saved

Ex. 6.34– HashSet and ArrayList are similar and different. They both store collections of items and have some similar methods like add, remove, and iterator. They biggest differences are that HashSet doesn’t allow multiple copies of an object and it doesn’t store objects in any particular order.

Ex. 6.35– We define how a string should be split by using an input sequence and it will return and array of strings. There are two versions of the split method. The first takes only one parameter ( charsequence) and the other takes two parameters (CharSequence and limit

Ex. 6.36 – If we wanted to split a string at space or tab characters we’d use space or tab for the CharSequence input. If we wanted to split a string separated by a colon, it would be placed in the CharSquence input.

Ex. 6.37 – The difference in returning words from hashset when compared to arraylist is that hashset doesn’t return duplicate elements and arraylist can.

Ex. 6.38 – If there is more than one space between words there shouldn’t be any problems because it will treat the extra space as an empty string.

Ex. 6.39 – Array.asList is a method and contained in java.util and returns a list with a set size. It can also act a a bridge between array based and collection based “API”.

Ex. 6.40 – Some other methods that the Arrays class provides are copyOfRange which copies a specified range of the original array and is copied into a new array. There is also numerous versions of fill which will fill an array with specified items of the same type or specific objects, those are just two more and I am a little tired of scrolling to be honest. (on hour 9 for today)

Ex. 6.41 – MESSED UP NEEDS REVIEWING

Ex. 6.42 –Implement Discussed Changes: Done

Ex. 6.43 – Add more word/responses mappings into your application. You can copy some from the solutions provided but write some yourself.

Done and saved.

Ex. 6.44 – Ensure that the same default response is never repeated.

Done and saved.

Ex. 6.45 – Sometimes two words are mapped to the same response. Deal with this by mapping synonyms or related expressions to the same string, so that you do not need multiple entries in the response map with the same response.

Just need to fix an error

Ex. 6.46 – Done and Save (once 6.45 fixed)

Ex. 6.47 – Can’t do without 6.45 completed
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